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1 Abstract

Regularization is a common tool in machine learning (ML) to prevent overfitting and improve
generalization. From a Bayesian perspective, regularizers correspond to priors, which provide
a way to express prior beliefs about model parameters. Yet commonly used techniques such
as L1/L2 regularization or dropout correspond to only a narrow set of Bayesian priors. In this
paper, we investigate the efficacy of a broader family of priors including 1) Smoothness prior - a
prior that penalize the neural net for having large inflection points, 2) Entropic prior - priors that
favor higher-entropy predictions, and 3) Automatic relevance determination (ARD) prior which
encourages sparse parameters. We test the performance of these priors across a variety of neural
network architectures (MLPs, CNNs, BiLSTMs, Transformers, and VAEs) and tasks. Our results
show the Entropic prior can outperform traditional L1 / L2 regularization while having a similar
computation cost. The ARD and Smoothness priors show less signs of outperformance and are
more computationally expensive.

2 Introduction

The practical argument for regularization is that adding a penalty term proportionate to the magni-
tude of model parameter weights discourages extreme model complexity and curtails the risk of
overfitting to training data. In support of this view is the bias-variance tradeoff, which states that
as model complexity increases, bias decreases but variance increases. The empirical success of
regularization techniques in modern deep learning, coupled with the intuitive mental model for the
tradeoff made when scaling regularization, has cemented regularization as a psuedo-standard in
machine learning practice.

From a Bayesian perspective, regularization can be interpreted as imposing a prior distribution over
model parameters [1]; within this framework, the regularization term corresponds to the negative
log-prior probability of the parameters. This Bayesian interpretation provides a principled way to
incorporate prior knowledge about the parameters into the learning process, ostesibly leading to
improved generalization performance.



The most commonly used regularization priors, L1 and L2, correspond to the Laplace and the
Gaussian distribution. The computational efficiency, intuitive justification, and empirical success of
these priors have made them the de facto priors for deep learning models [2].

In our work, we searched for alternative priors that could rival (or outperform) the performance
of L1/L2 regularizors, while offering different inductive biases. The majority of these priors
were proposed in the 1990s and early 2000s, but were ahead of their times: the computational
resources and large datasets required to train deep learning models were not yet widely available.
We re-examined these priors on a wide variety of popular deep learning architectures and datasets,
benchmarking the performance of each prior to the standard L1/L2 regularization.

3 Methods and Experiment Design

3.1 Models and Inference

In this paper, we use neural networks, denoted as Ω(x; θ), for a variety of data tasks. In this
section, we describe the general model format and inference methods used to estimate the posterior
distribution.

The generative process of the parameters θ of the neural network is as follows:

θin,k ∼ Pp(λin) k = 1 . . .K
θℓk ∼ PK(λmid) ℓ = 1 . . .L − 1

θout,j ∼ PK(λout) j = 1 . . . d.

where p is the input dimension, d is the output dimension, P is the probability distribution from
which each θ is generated from, L is the number of layers in the network, and K is the number of
parameters per layer. For any datapoint i, the response is drawn by yi|xi, θ ∼ expfam(Ω(xi; θ)).

Given a dataset D = {(xi, yi)}n1 , we optimize the following log joint probability:

L(θ) = log p(θ) +
n∑

i=1

Ω(xi; θ) · yi − a(Ω(xi; θ)) (1)

to get a MAP estimate of the network parameters θ using standard neural network optimizers
(Adam [3]) and automatic differentiation libraries (PyTorch [4]).

3.2 Priors

In Equation (1), the logp(θ) refers to the prior on θ. In the section below, we explore different
methods to parametrize p(θ) and explain intuitively how the prior may affect the neural network
function. For all priors below, λ refers to the scaling factor of the prior, n is to total number of data
points, H denotes the entropy of a random variable.

Gaussian Prior - The Gaussian prior assumes each weight θi of the neural net is sampled from
a normal distribution - θi ∼ N (0, σ2), where σ2 is a fixed value for all weights, typically 1. The
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Gaussian prior goes by several different names in machine learning and statistic literature (ridge
regularization, L2 regularization, weigh decay) and is one of the most widely used regularization
techniques in machine learning [5]. In this paper we refer to it as L2 regularization. L2 regularization
can be implemented with the following equation: log p(θ) ∝ λ

∑n
i=1 θ

2
i , and is used in this paper as

a baseline prior, in addition to L1 regularization (see below), and using no prior.

Laplace Prior - The Laplace prior (referred to as L1 regularization) assumes the weights of the
neural net are sampled from a Laplace distribution with mean 0 and a fixed scale. This prior
typically encourages sparse weights for the neural network [6], and can be implemented with the
following equation: log p(θ) ∝ λ

∑n
i=1 |θi|. L1 regularization will also be used a baseline.

Smoothness Prior - The smoothness prior, as proposed by [7, 8], will penalize neural networks
with large "curvatures" or changes in magnitudes. Consequently, the neural net will become a
smoother function. The smoothness prior can be estimated by the following equation

log p(θ) ∝ − λ

2n

n∑
i=1

d(xi) where d(x) =
∑
k

(
∂2Ω(x; θ)

∂x(k)∂x(k)

)2

(2)

To implement Equation (2), we use Hessian Vector Products [9].

Entropic Prior - The Entropic prior, as proposed in [8], penalizes models for having a low entropy
output. In other words, it favors models that distribute the probability mass of its predictions more
evenly. Penalizing a model for low entropy outputs has proven successful in certain areas of deep
learning (such as reinforcement learning [10] and variational autoencoders [11]), however this paper
aims to test the efficacy of the prior in more general neural networks tasks. The Entropic prior is
estimated by Equation (3):

log p(θ) ∝ λ

n

n∑
i=1

H(Y | xi, θ) (3)

Automatic Relevance Determination (ARD) Prior - The ARD prior is similar to the Gaussian
prior in that it assumes the weights of the neural net are sampled from a normal distribution with
mean zero, but instead of a fixed variance term for all weights, the ARD prior learns an individual
variance for each weight. The hierarchical model for each weight θi is as follows:

αi ∼ Gamma(a, b)

θi ∼ N (0, α−1
i )

where a, b are hyper-parameters (set to a, b = 1 for this paper). The MAP estimate of the ARD is
shown by Equation (4) (see Section 7.0.1 for full derivation).

log p(θ) ∝ λ
n∑

i=1

log p(θi) where log p(θi) ∝ −1

2

[
log(αi)+αiθ

2
i

]
−(a−1) log(αi)+bαi (4)
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The ARD prior has a similar form to the Gaussian prior. However, each θ2i now has an αi term
associated with it, which allows the optimizer to determine whether or not the weight should be
regularized. If the weight θi is important, then the value of αi may be small and therefore have a
high variance (and hence more likely to have a larger value). If the weight is deemed irrelevant, the
value of αi will be high, and thus the weight is pushed to zero to minimize the log p(θ).

3.3 Data and Neural Network Architectures

In the section below, we detail the datasets and corresponding neural network architectures used to
test each prior.

California Housing Dataset - The California housing dataset contains 1990 U.S. Census data on
California districts, with 8 numerical features such as median income, house age, and location, used
to predict median house values [12]. We use a two-layer MLP to predict the target variable, with
mean squared error (MSE) as the primary evaluation metric.

Synthetic Categorical Dataset - We use scikit-learn [13] to create a synthetic categorical dataset
with 20 inputs to predict 100 categories, with only 10,000 data points. The goal of this dataset is to
understand how the different priors perform with a smaller sample size and a larger class size. We
use a two-layer MLP to predict the target variable, and accuracy as the primary evaluation metric.

CIFAR Dataset - CIFAR [14] is an image dataset of 60,000 32x32 color images. CIFAR-10
contains 10 classes and 6,000 images per class, while CIFAR-100 contains 100 classes with 600
images per class, making it a much harder classification task given less data per class. We create a
ResNet18-esque architecture (with SiLU activation functions instead of ReLU to ensure a non-zero
second derivative, and a smaller convolution size) to predict image classes in the CIFAR-10/100
dataset. We use accuracy as the primary evaluation metric.

MNIST and Oxford 102 Flowers Dataset - The Oxford 102 Flowers dataset consists of over 8,000
images of flowers, containing 102 categories [15]. MNIST [16] contains 70,000 28x28 black and
white images of handwritten digits. We use both datasets as the input for a variational autoencoder,
where the main evaluation metric is the mean squared error of the reconstructed image.

IMDB Review Sentiment Dataset The IMDB review sentiment dataset contains 50,000 movie
reviews labeled as positive or negative [17]. We use a bidirectional LSTM architecture to predict
the sentiment of the review, with accuracy as the primary evaluation metric.

Beijing Air Quality Dataset - The Beijing air quality dataset contains hourly air quality readings
from 12 monitoring stations in Beijing from 2013 to 2017 [18]. The goal is to predict the PM2.5
value given the previous 24 hours of data. We used both a Transformer and a Unidirectional LSTM
to predict the PM2.5 value, with r2 as the primary evaluation metric.

4 Results

Figure 1 contains the best evaluation metric value on the validation set for each data set and prior 12.
Each cell’s color corresponds to the normalized performance of the prior relative to the other priors

1Because of excessive training time / poor convergence, we were not able to finish the IMDB Smoothness prior test
2Entropic prior was not tested on regression based tasks since entropy is fixed under the assumption of fixed output variance
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Figure 1: Heatmap of Evaluation Metrics by Dataset and Prior

within the same dataset. Green is the best normalized performance, and red is the worst normalized
performance. The final row provides the average normalized score across all datasets for each prior.

Overall, the Entropic Prior achieves the highest average normalized score of 0.722, followed by the
Smoothness prior (0.601) and no prior (0.609). On average, the L1 and ARD prior under perform
the other priors.

(a) CIFAR 10 (b) CIFAR 100

Figure 2: CIFAR Validation Accuracy per Epoch by Prior

To demonstrate the Entropic’s prior effectiveness, Figure 2 provides the validation accuracy per
epoch by the different priors for both the CIFAR 10 and CIFAR 100 datasets. The Entropic prior is
able to converge to a higher accuracy at a faster rate than the other priors. Further, in Figure 2b,
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several of the priors start to show signs of overfitting by achieving peak validation accuracy around
epoch 8 and then decreasing. The only priors that do not display this behavior are the L2 and
Entropic prior (with the Entropic prior able to achieve a higher accuracy), demonstrating the
Entropic’s prior ability to avoid overfitting by not being overconfident in its predictions.

4.1 Training Time

Table 1 shows the average training time (seconds) by each prior, with the final row normalized by
using no prior. The Entropic prior has the fastest training time (1.06x slower than using no prior -
although does not include the LSTM / Transformer architectures which were more computationally
intensive to compute priors for in general), followed by the L1 and L2 regularization. The ARD
prior is 2.00x slower, while the Smoothness prior is 7.18x slower, highlighting the challenges of
implementing it in neural nets.

Table 1: Average Epoch Training Time by Prior (seconds)

Dataset and Model No Prior L1 L2 Smooth Entropic ARD

Housing MLP 0.56 0.77 0.68 1.26 – 0.97
Cat MLP 0.23 0.31 0.34 0.76 0.26 0.56
CIFAR-10 CNN 45 50 50 355 47 65
CIFAR-100 CNN 47 50 51 361 47 65
Flowers VAE 4 4 4 7 – 4
MNIST VAE 41 43 43 223 – 52
IMDB Review 39 44 43 – 40 64
Beijing LSTM 25 120 124 523 – 104
Beijing Transformer 58 149 185 610 – 172

Avg. Normalized Training Time 1 1.71 1.80 7.18 1.06 2.00

4.2 Robustness Checks

To check the robustness of our results, we perform the following additional checks to understand
how different inference techniques and datasets impact our results.

Figure 3: ARD Variational Dropout vs
MAP Estimate

ARD Inference Techniques - We use a MAP estimate
to implement the ARD prior. However, other papers [19]
have explored implementing ARD priors using variational
inference techniques. We compare the validation accuracy
of the SiLU Resnet-18 architecture used for the CIFAR
datasets using the method proposed by [19] with the Py-
Torch implementation of [20]. Figure 3 contains the re-
sults. We find the MAP estimate out performs the method
in [19], however we note the original paper achieves a
higher validation accuracy using a larger network, there-
fore further tests may be needed to understand when the
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ARD prior may improve performance. We also note that
in the original paper, using no ARD slightly outperforms
using the Variational Inference ARD, which is consistent
with our findings in Figure 1.

Figure 4: Imbalanced CIFAR 100 Prior
Performance

Class Imbalance - For all tests using the Entropic prior,
the datasets have balanced classes. Therefore, the En-
tropic prior may succeed since all classes apriori are
equally likely. To test how the Entropic prior performs
in an imbalanced dataset, we create an imbalance version
of the CIFAR 100 dataset, such that the class frequencies
follow an exponential decay, with the largest class having
10x more samples than the smallest class. Figure 4 shows
the results, with the Entropic prior achieving a slightly
better F1 scores than the other priors. However, the mag-
nitude of out performance vs the other priors is smaller
than when the dataset was balanced.

5 Conclusion

In this project, we explored three new priors for neural networks that were previously suggested by
the neural network literature, but had little empirical tests to validate their efficacy. We find that
the Entropic prior performed the best, outperforming the commonly used L1 and L2 regularizors.
Further, we find it does not increase training time significantly, highlighting its potential to be used
in modern neural network settings. The ARD and Smoothness prior showed less promise, with less
performance improvement compared the L1 and L2 regularizors, and higher computational time.
This work is an important step towards understanding how different priors in neural networks impact
task performance. We note future directions for this work include 1) testing more challenging
datasets that can better differentiate between the priors (in particular for LSTMs / Transformers), 2)
exploring different inference techniques beyond MAP, 3) expanding the list of priors tested and 4)
testing how task performance changes when combining several priors (i.e L2 and Entropic) together.
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7 Appendix

7.0.1 ARD Prior Derivation

αk ∼ Gamma(a, b)

θk | αk ∼ N (0, α−1
k )

LARD(θ, α) = − log p(θ | α)− log p(α) + const

− log p(θ | α) = 1
2

∑
k

(
αkθ

2
k − logαk

)
− log p(α) =

∑
k

(b αk − (a− 1) logαk)

LARD(θ, α) =
∑
k

(
1
2
αkθ

2
k + bαk −

(
a− 1

2

)
logαk

)
+ const

7.1 Additional Sample Validation Charts
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Figure 5: California MLP

Figure 6: Synthetic Categorical Data
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Figure 7: Flowers VAE

Figure 8: MNIST VAE
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